ASSUMING THE DESIRE OF A 9-MAN ELECTION TRIBUNAL JUDGES IS TO PROTECT THEIR JUDGMENT FROM PUBLIC KNOWLEDGE BEFORE JUDGMENT IS DELIVERED. THEY DECIDED TO LOCK UP THEIR JUDGMENT IN A CABINET. THEY AGREE THAT ANY 5 JUDGES CAN OPEN THE CABINET TO RETRIEVE THE DOCUMENT, BUT NOT LESS THAN 5 CAN DO SO. TO ACHIEVE THIS, THEY WILL NEED $c_5 = 126$ padlocks to secure the cabinet. THIS IS PROHIBITIVE AND IMPRACTICAL IN REAL LIFE. A SECRET SHARING ALGORITHM WILL ACHIEVE THE JUDGES’ DESIRE WITHOUT HAVING TO PURCHASE 126 PADLOCKS TO SECURE THE CABINET.

A SECRET SHARING SCHEME IS A METHOD OF SHARING A KEY INTO PIECES (CALLED SHADOWS) AMONG A SET OF P PARTICIPANTS CALLED THE SHAREHOLDERS SUCH THAT ANY $p$ SHAREHOLDERS FORMING A QUORUM CAN RECONSTRUCT THE VALUE OF S BUT NO GROUP OF LESS THAN $p$ PARTICIPANTS CAN DO SO. FOR EXAMPLE, THE CONTROL OF NUCLEAR WEAPONS IN RUSSIA INVOLVES TWO-OUT-OF-THREE PARTICIPANTS (TIME MAGAZINE 1992). USUALLY, A PERSON KNOWN AS THE DEALER (D) $D \notin S$ CHOSES THE KEY S. THE DEALER GIVES SOME PARTIAL INFORMATION CALLED SHARES TO EACH PARTICIPANT WHICH MUST BE SECURELY DISTRIBUTED SUCH THAT NO SHAREHOLDER KNOWS THE SHARE THAT HAS BEEN GIVEN TO ANOTHER SHAREHOLDER.

WHEN THERE IS NEED TO RECONSTRUCT THE KEY S SOME PARTICIPANTS’ LESS THAN p WILL PULL TOGETHER THEIR SHARES TO RECONSTRUCT S. THIS SCHEME IS REPRESENTED BELOW BY SHAMIR’S ($p, n$) -THRESHOLD SCHEME IN $Z_m$ (STINSON 1995).

1. D chooses $w$ distinct, non-zero elements of $Z_m$, denoted by $x_i$, $1 \leq i \leq w$. FOR $1 \leq i \leq w$, D gives the value $x_i$ TO PARTICIPANT $p_i$. THE VALUES $x_i$ ARE PUBLIC.
2. SUPPOSE D WANTS TO SHARE A KEY $S \in Z_m$. D SECURELY CHOSES (INDEPENDENTLY AT RANDOM) $p-1$ ELEMENTS OF $Z_m$, $a_1, \ldots, a_{p-1}$.
3. FOR $1 \leq i \leq w$, D Computes $y_i = a(x_i)$ Where
   \[ a(x) = S + \sum_{j=1}^{p-1} a_j x^j \mod m. \]
4. FOR $1 \leq i \leq w$, D GIVES THE SHARE $y_i$ TO $p_i$.

SUGGEST THAT PARTICIPANTS $p_1, \ldots, p_n$ WANT TO DETERMINE S. THEY KNOW THAT $y_i = a(x_i), 1 \leq i \leq n, \text{ WHERE } a(x) \in Z_m[x]$ IS THE (SECRET) POLYNOMIAL CHOSEN BY D. SINCE $a(x)$ HAS DEGREE AT MOST $p-1$, $a(x)$ CAN BE WRITTEN AS
   \[ a(x) = a_0 + a_1 x + \cdots + a_{p-1} x^{p-1}, \]
WHERE THE COEFFICIENTS $a_0, \ldots, a_{p-1}$ ARE UNKNOWN ELEMENTS OF $Z_m$, AND AS $= S$ IS THE KEY.

FOR A $(p, p)$-THRESHOLD SCHEME, WHERE ALL PARTICIPANTS MUST PULL SHARES TOGETHER BEFORE S CAN BE RECONSTRUCTED. A $(p, p)$-THRESHOLD SCHEME IS DESCRIBED BELOW:

1. D SECURELY CHOSES (INDEPENDENTLY AT RANDOM) $p-1$ ELEMENTS OF $Z_m$, $y_1, \ldots, y_{p-1}$ USING A CHOSEN POLYNOMIAL
2. D COMPUTES $y_p = S - \sum_{i=1}^{p-1} y_i \mod m \ldots (1)$
3. FOR $1 \leq i \leq w$, D GIVES THE SHARED $y_i$ TO $p_i$.

THE FORMULA USES P PARTICIPANTS TO COMPUTE S CAN BE REPRESENTED BY
   \[ S = \sum_{i=1}^{p-1} y_i \mod m \ldots (2) \]
SHAMIR (1979) IDENTIFIED SOME PROPERTIES OF A $(p, n)$ THRESHOLD SCHEME AS FOLLOWS:

1. THE SIZE OF EACH PIECE DOES NOT EXCEED THE SIZE OF THE ORIGINAL DATA.
2. WHEN $p$ IS KEPT FIXED, $D_i$ PIECES CAN BE DYNAMICALLY ADDED OR DELETED (E.G., WHEN EXECUTIVES JOIN OR LEAVE THE COMPANY) WITHOUT AFFECTING THE OTHER $D_i$ PIECES. (A PIECE IS DELETED ONLY WHEN A LEAVING EXECUTIVE MAKES IT COMPLETELY INACCESSIBLE, EVEN TO HIMSELF.)
3. IT IS EASY TO CHANGE THE $D_i$ PIECES WITHOUT CHANGING THE ORIGINAL DATA $D$.\[ \text{Adewumi & Garba (2008) SWJ:39-41 An Improved Secret Sharing Algorithm} \]
THE METHOD

The method below is used to demonstrate this proposed improved sharing scheme:

1. Compress the document to be shared using the compression algorithm developed by (Adewumi & Garba 2008) into a single code.
2. Share that code amongst \( p \) participants with each having \( k \)th part of the code, an alphabet and a percentage representing the given alphabet.
3. To reconstruct the original values
   i. Call all the \( p \) participants to submit their trusted shares, percentage and the alphabet they have
   ii. Reconstruct the secret code.
   iii. Reconstruct each alphabet representing the \( n \) splits.
   iv. Carry out decompression

To obtain an efficient quadratic polynomial for generating shadow for an integer code, a prime \( p \) which must be bigger than the shared code must be obtained. The coefficients \( a_0 + a_1 + \cdots + a_{p-1} \) in the polynomial are randomly chosen from a uniform distribution over the integers in \([0, m)\), and the values \( p_1, \ldots, p_s \) are computed modulo \( m \).

An example is considered to demonstrate the workability of this scheme. Assuming the word ATTACK is to be effected at a certain time. Assuming no single individual has the sole right to effect the commencement of an attack until a group comes together. To solve this problem, the word attack will have to be compressed with the method in (Adewumi & Garba 2008) and then shared as shown in Table 1.

From Table 1, the value to be shared among 4 shareholders is 40. In this example, 4 shareholders are used for convenience to correspond to each shareholder having only one letter (ATTACK can be formed from four letters A, C, K and T). In Table 1, A occurred in positions 1, 4; C appeared in positions 2, 3; with K and T appeared in positions 5 and 6 respectively. A polynomial is now choosing for sharing the code (40) amongst these members. If our polynomial is of the form \( f(x) = a_1x^2 + a_3 + S \text{mod } m \), where \( a_1, a_2 \) are coefficients; \( S \) is the secret code (in this case 40) and \( p \) is prime.

If we choose \( a_1, a_2 \) to be 7 and 8 respectively with \( p \) as 41, then the polynomial will be

\[
    f(x) = 7x^2 + 8x + 40 \text{ mod } 41 \ldots (3)
\]

TABLE 1. COMPRESSION OF SECRET DOCUMENT

<table>
<thead>
<tr>
<th>Letter (l)</th>
<th>Position of occurrence (a)</th>
<th>Binary strings for th positions</th>
<th>Concatenated binary strings of each l</th>
<th>Decimal number equivalent of concatenated binary strings ( d_i )</th>
<th>The length ((k)) of each binary string</th>
<th>Percentage of ( l ) in respect to the word being compressed</th>
</tr>
</thead>
<tbody>
<tr>
<td>A</td>
<td>1, 4</td>
<td>001, 100</td>
<td>001100</td>
<td>12</td>
<td>3</td>
<td>30</td>
</tr>
<tr>
<td>C</td>
<td>2, 3</td>
<td>010, 011</td>
<td>01011</td>
<td>17</td>
<td>3</td>
<td>42.5</td>
</tr>
<tr>
<td>K</td>
<td>5</td>
<td>101</td>
<td>101</td>
<td>5</td>
<td>3</td>
<td>12.5</td>
</tr>
<tr>
<td>T</td>
<td>6</td>
<td>110</td>
<td>110</td>
<td>6</td>
<td>3</td>
<td>15</td>
</tr>
</tbody>
</table>

\[ \sum d_i = 40 \]

With this polynomial in place, we obtain the shares (shadows) up to \( p_3 \) using the \((p,n)\) threshold scheme and \( p_4 \) can be created using a \((p,p)\) threshold scheme and these shares can be given out to each shareholder. With this in place, the 4 shareholders must come together if they need to reconstruct the secret code. The shareholders are each given a letter from amongst A, C, K and T, the percentage representing letter share of the key value and the corresponding \( p_i \) of the letter. Specifically, the following are given out as shares to each shareholder: a share of the secret code, a single letter of the alphabet (in this case either A, C, K or T), a percentage of their shared alphabet and the string length (in this case 3).

Using the polynomial in equation (3), the shares \( p_1, p_2 \) and \( p_3 \) can be generated as follows:

Using our polynomial \( f(x) = 7x^2 + 8x + 40 \text{ mod } 41 \), we obtain

\[
    \begin{align*}
    p_1 &= 7\times 8 + 40 = 14 \text{ (mod 41)} \\
    p_2 &= 28 + 16 + 40 = 2 \text{ (mod 41)} \\
    p_3 &= 63 + 24 + 40 = 4 \text{ (mod 41)} 
    \end{align*}
\]

To find the last share \( p_4 \) we use equation (1) which results in

\[
    p_4 = 40 - \left( \sum_{i=1}^{3} p_i \right) \text{ mod 41} = 40 - 40 \text{ mod 41} = 40 - (14+2+4) \text{ mod 41} = 40 - (20 \text{ mod 41}) = 40 - 20 = 20
\]

The following shares are handed out:

\[
    p_1 = 14 \\
    p_2 = 2 \\
    p_3 = 4 \\
    p_4 = 20.
\]

Specifically, each shareholder receives the following shares as shown in Table 2.
If at any point the members want to reconstruct the message, all they need to do is to come together and submit their shares to a trusted individual (may be the dealer of the secret code) who will activate the reconstruction as follows:

First, he uses their secret shares of 14, 2, 4 and 20 to recover the secret code (in this case 40), using equation (2) which is:

\[ S = \left( \sum_{i=1}^{p-1} y_i \right) \mod p \]

We obtain the secret code (S) as 14+2+4+20 (mod 41) = 40.

We now calculate decimal number equivalent of the concatenated binary strings of each letter A, C, K, and T through their percentages as follows:

- A is \( \frac{30}{100} \times 40 = 12 \),
- C is \( \frac{42.5}{100} \times 40 = 17 \),
- K is \( \frac{12.5}{100} \times 40 = 5 \), and T is \( \frac{15}{100} \times 40 = 6 \).

Without the knowledge of the secret code 40, the positions of A, C, K, and T cannot be reconstructed.

Having recover those for each alphabet, we decompress them to recover the document using our decompression technique in (Adewumi & Garba 2008)

The scheme provides an improved algorithm for sharing secrets. The scheme can be implemented to secure most government classified documents in public and private places by first compressing the document and then share the code among trusted officers within government ministry or agency. Reconstruction will happen when the participant come together and the dealer reconstruct their shared code, decompress it, only then can they unlock the content of the documents otherwise it will not be possible for a small number of participants to do so.
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